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Abstract – The growing demands for available data in today’s applications from small to complex systems 

have increased every day. It has forced large enterprises to look for such modern technologies that can 

provide them with more value, benefits, enhancement, and management of the systems. For illustration, it 

imposed them to use more manageable architectural design besides a powerful software development 

process. That is to meet the needs of continuous development, maintenance, and deployment of the current 

applications in order to achieve the main requirements of the end users like high quality, availability, 

scalability, performance, and security of the applications. However, those are the main reasons to adopt 

Microservices and DevOps in current systems and migrate the Monolithic-based Architecture that has faced 

problems with those requirements as it grows over the years into Microservices. This paper aims to propose 

a fundamental approach to transfer the existing Monolithic-based Applications to Microservices-based 

Applications to achieve high quality and the loose coupling between services for current Applications. 
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I. INTRODUCTION 

In traditional applications which are called 

Monolithic Applications, the fundamental 

components of the system are developed, packaged, 

and deployed as a single unit in the same program 

using the same language and framework [1], [2]. To 

give a clear understanding, in Java applications, the 

whole system is packaged as WAR files or JARs 

and deployed in the same application using a server 

called Tomcat [1].  Thus, the application is easy to 

develop and test during the early stages. However, 

as it grows bigger and bigger over years, it becomes 

more complicated. For end-to-end testing, the 

application can be launched on the browser and can 

be validated using Robot-framework (ex. Selenium 

lib) [1]. The small applications can be scaled easily 

using a load balancer by having multiple runnable 

copies. But for complex systems as scalability, 

flexibility, maintenance, and time to value are very 

crucial factors, and it is very hard to maintain and 

get control. In other words, large applications are 

difficult to scale up because all components in the 

applications are closely coupled and connected as 

well as have overlapping responsibilities. 

Furthermore, since the structure of the Monolithic 

applications is highly coupled, and components 

depend on each other, when any failure happened 

on one module or component, the overall system 

needs to be updated, maintained, and deployed. 

Thus, the main bottlenecks and challenges of 

Monolithic applications can be pointed out as 

scalability, slow development, and difficulty in 

maintenance and deployment. In general, all the 

aspects of making changes or developing in 
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Monolithic applications get complicated and 

impediment over years. 

The new architecture of Microservices can be 

used to overcome these limitations and bottlenecks 

of the Monolithic. This can be done by 

decomposing the system into a set of small and 

independent services that are called Microservices 

that can communicate through passing messages 

using RESTful APIs. So, Microservices 

Architecture is an approach to software 

architectural design which is responsible to build 

and deploying distributed applications as small, 

independent, and deployable services where each 

service can run as a unique process and 

communicate with others using lightweight 

mechanisms [1]. In addition, each service can be 

programmed using different programming 

languages and stored through different data storage 

technologies [3]. There are several companies, such 

as Netflix, Amazon, and The Guardian that have 

successfully utilized Microservices in their large-

scale software systems [3]. Moreover, some other 

companies are currently refactoring of their back-

end systems to Microservices-based systems to 

improve maintainability and scalability  [4]. 

The rest of this paper is structured as follows: 

Parts II, III, and IV discuss the main concepts of the 

paper which are Monolithic Application, 

Microservices Architecture, and DevOps. Part V 

analyses and discusses the related works. Part VI 

provides the mechanism which is used to transfer 

Monolithic applications into Microservices 

applications. The last part is the conclusion and 

future work of this paper. 

II. MONOLITHIC ARCHITECTURE 

 

Monolithic-based architecture is the common and 

simplest way to develop and deploy different web 

applications as a single unit that contains all the 

responsibilities and shares the same database [1], 

[2], [5], [6] as shown in Fig 1. Also, those 

applications have a big codebase because it 

developed as a single package [2], [5].Therefore, 

the applications may become too complex as well 

as difficult to understand. However, this can slow 

down the development of applications and avoid 

making updates. As a result, Monolithic 

Applications face many challenges to make 

changes, scale up, fix errors, and recover from 

failures. Moreover, to deploy one update of the 

system, the entire application must be deployed as 

well, and this can create some difficulties to track 

the impacts of the update for the whole application 

[5]. In other words, scaling up of Monolithic 

Applications is frequently very complicated and 

tough because making a single update for any 

module or one part of the system requires scaling 

and updating the entire application as well as 

deploying the whole system [7]. Furthermore, as the 

Monolithic Applications grow up and their size 

becomes too large during the many years of 

development and scaling, it becomes very hard to 

maintain and make changes to them, so it is the right 

time to migrate to a new architectural style that has 

called Microservices in order to overcome these 

challenges and get the great benefit and values of 

using Microservices [7]. Large companies such as 

Amazon, Netflix, LinkedIn, and SoundCloud have 

made the migration to Microservice Architecture 

because their existing Monolithic Applications 

were too tough to scale, maintain, develop, and 

deploys [7].   

 

 

III. MICROSERVICES ARCHITECTURE (MSA)  

Microservices which were first described by 

Lewis and Fowler [8] are referred to as a set of small 

and autonomous services. Each service runs as a 

unique process and has a single responsibility inside 

the system to serve a specific task and goal. 

Moreover, each service can be developed, 

maintained, and deployed separately without 

affecting other services. Accordingly, 

Microservices Architecture in expected to resolve 

the main downsides of Monolithic applications 

which are related to scalability, flexibility, 

maintenance, and continuous delivery of the system 

[2]. However, Microservices have high cohesion 

and loose coupling, thus it is robust to make changes 

and easy to update and maintain , [1], [2], [9]. Since 

the services are independent and small, they can be 

Fig. 1 Monolithic Architecture 

Fig. 3 The Fundamental Process of 

Migrating the Monolith Apps into 

Microservices based Architecture. 
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scaled up easily as well as achieve continuous 

delivery and deployment as required [1], [2], [9]. In 

addition, the developers of Microservices can use 

different technological stacks in the development 

process [1], [10]. They can use different languages, 

data stores, and technologies for each microservice 

[1], [10]. However, there are some drawbacks to 

Microservices Architecture. For illustration, 

Microservices required to use more resources and 

tools to achieve architectural flexibility which led to 

increasing the complexity of the system [10], [11] . 

As Monolithic Systems become large and more 

complex to deal with, some organizations take the 

decision to break their systems by migrating from 

Monolithic applications into Microservices 

applications [5] for many critical reasons. The main 

reasons to obtain Microservices are high 

availability, maintenance, flexibility, scalability, 

easier infrastructure management, compliance with 

the latest security standards, and combined flow of 

development and operation, which is called DevOps 

[9], [10]. However, Fig. 2 clearly shows the 

Microservices Architecture of the application. 

IV. DEVOPS 

Since the major goals of Microservices are 

increasing productivity, availability, scalability, 

flexibility, rapid deployment, and delivery, 

Microservices emerged with DevOps practices to 

create a rapid and automated deployment of 

software [10]. However, DevOps is a combination 

of some practices and tools that are used to facilitate 

the process of development, integration, testing, and 

deployment of high-quality software [12], [13]. It 

aims to break down the boundaries between the 

Development and Operations of the system to 

increase the ability to deploy it faster with high 

quality. Combining DevOps method and 

Microservices can add more benefits and high 

levels of efficiency to the application [12]. For 

example, building Microservices through DevOps 

practices and tools can provide automation 

techniques for the application like continuous 

delivery and deployment using pipelines. In 

addition, they can provide for Microservices 

continuous integration, adding new features in a 

safe and secure way, and also can recover quickly 

from failures [12]. To give a clear example, DevOps 

can provide automated security practices for 

Microservices like dependency scanning and static 

analysis using some valuable tools like Selenium, 

Appium, and Cucumber [14], [15]. Those tools help 

team members to automate most test cases during 

the testing stage. 

 

V. RELATED WORKS 

According to IDC (International Data 

Corporation), in 2022, about 90% of the newest 

applications were expected to be established on 

Microservices Architectures [16]. However, the 

emergence of Microservices and DevOps can 

increase the agility and flexibility of the 

applications and enable organizations to rapidly 

bring their services and products to the market [16]. 

It is known that building a new application from 

scratch based on Microservices Architecture is very 

expensive and time-consuming work to go through. 

Instead, the enterprises can reuse and migrate the 

existing system into Microservices following 

specific approaches or processes. In fact, many 

enterprises have been taking the decision to migrate 

their existing applications to Microservices 

Architectures (MSA). However, adopting such 

applications is not a simple task to do since it 

requires refactoring the existing Monolithic 

Application to migrate the application successfully 

[5]. Before taking this decision and starting this 

journey of migration, it needs to answer many 

questions as well as understand the application 

accurately. However, there is some research that 

identifies the challenges of refactoring or migrating 

from Monolithic Applications to Microservices as 

in [7]. This paper makes a step forward by first 

discussing the reasons that force companies to 

Fig. 2 Microservices Architecture (MSA) 



 

8 
 

migrate from Monolithic to Microservice and then 

describes the different challenges that the 

enterprises may face during the migration and how 

to be solved or avoided before or during using 

Microservices. Some challenges are related to:  

1. How to handle failures of one or more service. 

2. The communication between services. 

3. Performance issues. 

4. How to handle the orchestration of the 

Microservices in the system. 

5. Which tools to use in this situation. 

In addition, the most important challenge that 

needs to be considered and studied well is how to 

refactor the Monolithic Applications into 

microservices, processes, and tools without 

affecting the current system. Also, it needs to define 

the process of splitting the existing services into 

Microservices. 

Other studies have proposed some methods, 

processes or approaches to be followed for the 

process of migrating Monolithic applications into 

Microservices like what included in [9]. This paper 

has compared and classified some refactoring 

approaches proposed in the academic literature. For 

illustration, Escobar, et. al. in [17] have defined a 

Microservice diagram to suggest some alternatives 

on how to split the existing applications into small 

pieces of code and services called Microservices. 

Moreover, in the paper of [18], Ahmadvand, et. al. 

has defined a conceptual methodology to break 

down the Monolithic Apps into Microservices that 

mainly aim for reconciled security and scalability 

trade-offs. There are some other studies that have 

discussed transferring, migrating, decomposing, or 

refactoring Monolithic to Microservices like [1], 

[16], [19]–[22]. 

In general, this topic is still not mature yet, and 

the migration of Monolithic to Microservices 

besides the architectural refactoring is still a trend 

and challenging topic those days. Thus, there is a 

crucial need for more studies to conduct on this 

topic to find applicable solutions to those challenges 

because many companies are facing some obstacles 

to stepping forward [9]. This paper attempts to 

support some sides of this research gap which is 

trying to find a fundamental approach to 

transferring Monolithic-based Apps to 

Microservices-based Apps. This is to achieve high 

quality and loose coupling between services with 

the help of DevOps practices and tools. 

 

I. TRANSFORM MONOLITHIC APPS INTO 

MICROSERVICES 

Mainly, the Monolithic can be simple to develop, 

deploy, test, maintain, and scale applications while 

the size of the codebase is still small and modest. 

However, the Monolithic applications that have 

grown over years may become more complex and 

complicated to deal with. Therefore, making 

changes, scaling up, and deploying such 

applications can be extremely painful [9]. 

Consequently, to overcome this gap in the existing 

monolithic applications, the various organizations 

take the decision to break down their systems into 

small and independent services called 

Microservices. This new strategy creates other 

critical challenges that need to be well addressed to 

build successful applications based on 

Microservices Architecture. The most important 

challenge is how to split the Monolithic into 

Microservices. In other words, it is how to transfer 

the existing systems into Microservices based 

Architecture without the need to build those 

Microservices from the scratch. This paper 

proposes a fundamental approach that can guide the 

enterprises on their first steps towards migrating the 

existing Monolithic Applications into 

Microservices incrementally using DevOps method 

as clearly shown in Fig.3. 

Mainly, the migration process and refactoring of 

the Monolithic Applications involves upgrading of 

the architectural design, updating the code, handling 

the data, migrating deployment environment, and 

changing the interaction modes [20]. These steps 

can be considered as the essential steppingstone 

toward transforming any Monolithic Application 

into Microservices in an appropriate way. This 

means that the services to be transferred into 

Microservices with their connections should be 

clearly defined and analysed before and after the 

migration can eliminate the negative effects that 

may occur during migration.  To give a clear 

illustration, the hidden dependencies among the 

modules and services or tight coupling between 

services may negatively affect the designed system.  
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Overall, the output of these fundamental steps can 

be considered as a migration process for the 

Microservices to be followed in the process of 

refactoring the existing Monolithic Applications 

into Microservices-based Applications using MSA. 

Besides that, there is another applicable and 

effective migration process for the shared database 

to achieve consistency and high-quality 

transformation for data which was proposed by 

Volynsky et al. in [2]. This paper has defined a 

robust framework to migrate the shared database of 

the Monolithic Applications into a database-per-

microservice pattern besides using the Saga pattern 

for Microservices-based Architecture. These 

fundamental steps can provide a successful plan to 

start and migrate Monolithic Apps to Microservices 

Apps. 

VII. CONCLUSIONS 

Generally, the process of migrating Monolithic-

based applications into Microservices-based 

Architecture is considered a form of application 

modernization. It means that enterprises should 

move to Microservices by incrementally refactoring 

the Monolithic Applications into a set of small 

services called Microservices following an accurate 

process or approach instead of rewriting the 

application from the scratch and wasting time and 

effort. This paper concludes that this migration is 

not an easy and obvious task to go through. 

Therefore, the organizations that make this critical 

decision need to be well-aware and clearly 

understand what and how to do the migration in an 

appropriate way before starting the journey in the 

real world to avoid any possible failures during the 

migration process. Also, it may require a lot of time 

and effort as well as a good experience to overcome 

the challenges and achieve the goal successfully. 

This paper analysed and proposed an effective 

approach of how to migrate Monolithic-based 

Applications into Microservices-based 

Applications using a powerful fundamental process 

to be followed. 
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