Virtual programming environments and simulations in favor of active learning of programming
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Abstract – Microworlds are environments that allow the user to directly experience in a virtual simulation environment. It can also be understood as a carefully designed, constantly expanding software environment that focuses on learning certain concepts, phenomena or relationships within a clearly defined area. It is an environment where the students have a specific space for discovery and investigation, where to a certain extent they can define the goals and learning activities. Based on this concept, learning is supported, assisted and regulated, but not strictly directed or dictated in any way. One of the great advantages of microworlds (virtual program environments) is that they have a simple and low number of syntactic units. Microworlds are built on metaphors. They ensure the development of a colorful set of problems, which are directly related to the user's (student's) life experience. The instructions executed by an object in the given simulation environment are always visible. The order of execution allows students to understand the semantics of the input control constructs. In this paper, we would like to present child-oriented programming languages (microworlds also known as mini languages), which can be powerful tools for introducing students to the world of programming languages, as well as providing a virtual space for the development of algorithmic thinking. It is advantageous if the program environment has a structured editor, which helps the student to eliminate syntactic errors. These program environments are classified and evaluated by taking these aspects into account and analyzing additional characteristic properties.
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I. INTRODUCTION

Getting to know the virtual environment of mini languages already at an early school age contributes to the development of thinking and imagination and to the acquisition of basic computer management skills. The attractiveness of the toolbox options provided by mini languages can attract the attention of even the most demanding users. These virtual simulation environments can be used well in elementary school programming education. By posing, solving and practicing interesting tasks arising from everyday life, students’ motivation is strengthened, their creativity and problem-solving skills develop.

There are several reasons to teach mini languages. Above all, they open a new path and new opportunities for educational activities. Mini languages provide a strong basis for systematic and algorithmic processing of problems. From a didactic point of view, programming provides space for developing the foundations of logical and abstract thinking. ([15] - [17], [20])
II. PROPERTIES OF MINI LANGUAGES

Typically for mini-languages, the focus is primarily on the attractiveness of the central object of the microworld. It is very important to get as close as possible to the real world, which greatly supports cooperation during problem solving. The basic characteristics of mini languages are as follows:

- **Simplicity of semantics and syntax**;
- **Visualization** – in the case of operations with objects, the reactions are immediately visible in the micro world, presented on the computer screen;
- **Attractiveness and meaningfulness** – the language is aimed at the given target group of students (adjusted to their level of knowledge);
- **Dialogue mode** - all commands are executed in control or programming mode;
- **Modularity** – it has a mechanism for creating abstract instructions (procedures), which can be well used in solving sub-problems.

The most effective way to learn a programming language is through problem solving. It is advantageous if the program environment helps the student not only to eliminate syntactic errors, but also to find out about the names of structural constructions. ([13], [18])

III. MATERIALS AND METHODS

The question arises, how we can ensure the development of thinking in the case of children, most of whom do not show interest in the more complex environment of higher-level programming languages such as C languages, Basic, Java and so on. The solution to this problem can be child-oriented mini languages, the range of which is truly colourful.

Other characteristic features on the basis of which mini languages can be classified are: the principle/technique used to represent the source code (the way of giving commands to control the object of the microworld), i.e.:

- **Puzzle-like or block-based programming (Scratch)** – each command is represented by a building block, which also contains text or an expression. The shape of the building element is given, so it is not possible to place it incorrectly in the program, as a result of which the program will be formatted correctly by itself. By combining the individual commands, we can create one or more lines, which together form a readable program.

- **Tile-based programming (Baltie 3, Kodu Game Lab)** - by eliminating the text into images and icons, the programming process is simplified, but the program itself remains in the background. A sequence of instructions can be created, some of which may also have parameters. The program itself is drawn in the form of a large picture, which is made up of many small tiles (icons). This type of environment is suitable for those who cannot yet read well. [3]

- **Textual programming (Imagine Logo, Karel 3D)** - the language used to enter commands is similar to everyday speech. The result of the specified instruction is immediately displayed on the screen. These environments provide space for creating models and simulations. The program's environment offers a wide range of usage options, while being easy (intuitive) to handle and attractive, it is also suitable for the implementation of more complex and demanding programming tasks.

Programming environments designed and developed for beginner programmers could be classified and evaluated based on several additional properties. We can mention the programming style, the way how the program can be controlled (procedure-based, object-oriented, event-based), or the used program constructions, program structures and concepts (loops, variables, parameters, conditions, definability of own procedures). It is also interesting to mention the mechanisms for regulate the management of the elimination of the possibility of errors during the program structure (shape matching, provides a range of valid options). It has summarized on the Table 1.

<table>
<thead>
<tr>
<th>Program environment</th>
<th>Programming style</th>
<th>Code representation</th>
<th>Preventing (syntax) errors</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scratch</td>
<td>object oriented,</td>
<td>block-based</td>
<td>shape matching, select of valid opt., syntax directed edit</td>
</tr>
<tr>
<td></td>
<td>event based</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Kodu Game Lab</td>
<td>object oriented,</td>
<td>tile-based</td>
<td>select of valid opt., syntax directed edit</td>
</tr>
<tr>
<td></td>
<td>event based</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Imagine Logo</td>
<td>procedural,</td>
<td>textual</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>object oriented,</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>event based</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Baltie 3</td>
<td>procedural</td>
<td>tile-based</td>
<td>shape matching, select of valid opt.</td>
</tr>
<tr>
<td>Karel 3D</td>
<td>procedural</td>
<td>textual</td>
<td>-</td>
</tr>
</tbody>
</table>

It can be seen from the previous overview that the number of options is large. We are convinced that
each teacher chooses the "best and most suitable" from the given virtual program environments for joint creative work with students based on their own experience ([10] - [12], [19]). A modern teacher is always looking for new procedures that he could apply in teaching in order to activate his students to solve problems creatively. ([4] - [9], [14])

Table 2. Content of the curriculum focused to programming (ISCED 1, ISCED 2). [1]

<table>
<thead>
<tr>
<th>Problem analysis</th>
<th>Interactive implementation of a solution (Using programming language.)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>3 - 4. year of primary school</strong></td>
<td>Recognition of true / false statements. Decision making and selection of appropriate commands. Outlining possible solutions.</td>
</tr>
<tr>
<td><strong>5 - 6. year of primary school</strong></td>
<td>+ And / or / not. + Command line and repetition (for loop) stepping. + Deciding the truth of a statement.</td>
</tr>
<tr>
<td><strong>7 - 9. year of primary school</strong></td>
<td>+ Recognition of connections (repeating parts, recognizing the problem of decision making).</td>
</tr>
</tbody>
</table>

In accordance with the content standard listed in Table 2, we suggest using virtual program environments and simulations according to their characteristics (Table 1) to teach programming as follows (see Table 3).

Table 3. Recommended virtual program environments according to options of their programming constructs. [2]

<table>
<thead>
<tr>
<th>Recommended programming environment for using</th>
<th>Programming constructs</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>3 - 4. year of primary school</strong></td>
<td>Baltic 3 Kodu Game Lab (tile-based programming) Series of commands (sequences). FOR loop.</td>
</tr>
<tr>
<td><strong>7 - 9. year of primary school</strong></td>
<td>Scratch (block-based programming) Series of commands (sequences). FOR loop.</td>
</tr>
</tbody>
</table>

We recommend using the project teaching method or applying problem-based teaching.

IV. RESULTS

Our goal is to change the students' attitude towards creative activity based on their own beliefs and achievements. We consider it of primary importance that the student is sufficiently motivated during programming and performs meaningful activities. So that he acquires the necessary skills and knowledge in a spontaneous and playful way. Learning is facilitated by self-discovery. The objects are controlled by a language that the student understands. The behaviour of the object can be observed directly on the screen and the execution of the entered commands can be monitored. The student has the opportunity to draw new ideas in the conceptual space of the environment, the possibilities of which are unlimited.

V. CONCLUSION

An important prerequisite for creative learning is the provision of an environment that supports creativity. Such an environment can be influenced both by the choice of the right activities and by the appropriate motivation for creative activity. In order for the creator to go beyond his possibilities and overcome limitations, he needs a space for thinking outside the usual structures, which creates unexpected situations and generates unpredictable events. Original ideas and spontaneous reactions of creators must be supported.
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